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@Given a set of 721 space points
( average Y4s event with background )
in how many way you can partition it
in 11 non overlapping subsets
( average multiplicity of a Y4s event )
+ one background remainder ?



StirlingS2 [721, 12] =
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122114890537201700856 29435927 283575984 31274586192945795966181230815934
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9545479725193984726011271563610490296437306000659391007765022600071828

almost

2.57°107%’



And just a single one of these partitions is the
correct one..

@ Do not consider unlikely combinations

@ Tracks with much more than 1
Space Point per layer

@ Tracks jumping around
erratically

@ Just consider reasonable
combinations






@ We define a map from the surface of each sensor to the

unit square [0,1] ® [0,1] (normalized local coordinates).

@ For each sensor we define a partition of its surface by
the cartesian product of two finite partitions
of [0,1] (one for u, one for v) T

&N

Sector 11
Sector 15

—
—
—

Sector 10

@ The Sector is an element
OF .I-his surFaCe Parll-i.l-ion Sec:tor‘13/’///:\)\/\///’/;.oector17
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@ The sectors are uniquely
identified by their ol TR
FullSecID defined in e
tracking/dataobjects. e
It is defined by: S

layer, ladder, sensor, counter



How we do define the
sectors?

® The object VXDTFFilters in
tracking/trackFindingVXD/environment
take care of this task providing the method:

1Nt

VXDTFFilters: :addSectorsOnSensor(
std: :vector<{double>& hormal 1zedUsups,
std: :vector<double>& hormal 1zedVsups,

std: :vector< std::vector<FullSecID)> >& sectorIds)

N.B.: All the sectorlds have to refer to the same sensor.

The normalizedUsups and Vsups (sup stands for Supremum)
can be in random order



For Example:

VXDTFFilters: :addSectorsOnSensor(

{ 9.5 }, {0.5,0.75} ,

{

{FullSecID(l,s,se,@ ), FullSecID(l,s,se,1 ), FullSecID(l,s,se,2 ) }
{FullSecID(l,s,se,3 ), FullSecID(l,s,se,4 ), FullSecID(l,s,se,5 ) }
} )

Sensor: se 0.5 0.75
on layer | g
sector s
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Who takes care of the
creation of the sectors?

@ The SectorMapBootstrapModule in
module/vxdtfRedesign

@ At present all the sectors are partitioned in the very
same way

@ We need to investigate how close to the optimum is
this ( trade off memory foot print / speed )



1.2) Filters, Friends,
neighbours, next
neighbours



Filters for SpacePoints
combination

® We define "Friends” two sectors for wich there is a
sizable probability for real tracks to leave two
consecutive (in time) SpacePoint on them: the first one
on the inner sector, the second on the outer one.

® We define a filter for each pair of friend sectors to
select good SpacePoints combinations (aka Segments).



2 Space point Filters
type

template<class point t>
class VXDTFFilters {

public:

typedef decl type(

(

(B. <= Distance3DSquared<Belle2::SpacePoint>() <= 0.) &%&
(0. <= Distance2DXYSquared<Belle2::SpacePoint>() <= 0. )&%
(0. <= DistancelDZ<Belle2::SpacePoint>() <= 0.)&&
(B. <= SlopeRZ<Belle2::SpacePoint>() <= 0.)&&
(B. <= Distance3DNormed<Belle2: :SpacePoint>() <= 0.)
) .observe(0ObserverCheckMCPurity())
) twoHitFilter t;



How to modity this type:
define your smart variable

#include <tracking/trackFindingVXD/sectorMap/filterFramework/
SelectionVariable.h>

SELECTION_VARIABLE( MySmartVariable, SpacePoint,

double value( SpacePoint& pl,
SpacePoint& p2)
{ Some Fancy expression of pl and p2; ?;

)3

@ Preferably in
trackFindingVXD/sectorMap/twoHitVariables



Then use It...

#include <trackFindingVXD/sectorMap/twoHitVariables/MySmartVariable.h>

template<class point_t>
class VXDTFFilters {

public:

typedef decl type(
( MySmartVariable<Belle2::SpacePoint>() > 8 || (
(B. <= Distance3DSquared<{Belle2::SpacePoint>() <= 0.) &&
(8. <= Distance2DXYSquared<Belle2::SpacePoint>() <= 0.)&%
(B. <= DistancelDZ<Belle2::SpacePoint>() <= 0.)&%
(B. <= SlopeRZ<Belle2::SpacePoint>() <= 0.)&&
(8. <= Distance3DNormed<Belle2: :SpacePoint>() <= 0.) )
) .observe(ObserverCheckMCPurity())
) twoHitFilter t;



Well... you have to train
the new filter off course

@ At present the implementation of the
training is not yet very terse

® One module collect the data from
simulated events:
VXDTFTrainingDataCollector

@ One module merges the data and trains
the filters:
RawSecMapMergerModule



